Seven Steps to Quickly Develop Software that Delivers Customer Value

These field-tested steps can help organizations make the required changes to speed software to market that meets continuously changing market needs.
EXECUTIVE SUMMARY

Like many of their business and IT counterparts, application development organizations are at a crossroads. To deliver the types of software offerings that are needed to hone their competitive edge, they can’t continue doing business as usual. And yet, in the face of day-to-day maintenance, integration and delivery challenges, many organizations are finding it challenging to adopt the new behaviors, processes and skills required to affect needed change.

What’s become clear is that traditional waterfall-style development processes are too costly and slow to keep pace with the fast-moving digital economy. Waterfall development also doesn’t support the business’s need to maintain a laser-like focus on meeting ever-changing customer and user desires, which they need to do in order to fill the “sweet spot” of unfilled market requirements.

Delivering software features and functionality quickly enough to meet market demands requires shifting to a DevOps model, in which software development and operations are combined to speed time to market. Software changes must also be delivered continuously, with new features delivered as minimum viable products (MVPs), and fine-tuned over time.

Faced with the need to simultaneously master new technologies, customer needs, development tools and development processes, many organizations struggle to change. A Harvey Nash/KPMG survey showed that only 18% of respondents believe they are making very effective use of digital technology to advance their business strategies.1

In many cases, the difficulty lies in simply knowing where to get started. In this paper, we propose seven essential steps, based on our client experience, that can help application development organizations begin making the changes needed to deliver the right software at the right speed to drive competitive advantage. By following these seven steps, they will unlock value within their legacy applications, beat competitors to market with innovative products and services, and drive user adoption, loyalty and sales.
Delivering software features and functionality quickly enough to meet market demands requires shifting to a DevOps model, in which software development and operations are combined to speed time to market. Software changes must also be delivered continuously, with new features delivered as minimum viable products (MVPs), and fine-tuned over time.
Through their continuous knowledge transfer and communication, the developers can identify more solutions to problems than would otherwise be possible on their own, and develop a real partnership that reveals the importance of applying the human touch to their job.
STEP TWO: CONTINUOUS INTEGRATION AND CONTINUOUS DELIVERY

Speed to market has become essential for keeping pace with business demands and maintaining relevance. That's why continuous integration and delivery of code has become essential. The traditional approach of delivering and integrating code every 12 to 18 months just doesn't work anymore, as customer requirements will have changed by the time the code is delivered. Instead, businesses need to deliver and integrate code four, five, six times a day — and often more — to enable rapid feedback cycles and validate that what they’re building makes sense to the customer.

Application developers also need real-time visibility into whether each iteration of code meets performance, scalability and security requirements. Through immediate feedback mechanisms, they can understand, in real-time, the effects of small code iterations on their software and the customer’s use of it.

Continuous delivery and test-driven development (see Step Three) enable developers to work in small batch sizes and deliver changes immediately to obtain fast customer feedback. These techniques also help ensure that any updates designed to fix bugs won’t be massively disruptive or fail halfway through.

The traditional approach of delivering and integrating code every 12 to 18 months just doesn’t work anymore, as customer requirements will have changed by the time the code is delivered. Instead, businesses need to deliver and integrate code four, five, six times a day — and often more — to enable rapid feedback cycles and validate that what they’re building makes sense to the customer.
STEP THREE: TEST-DRIVEN DEVELOPMENT

Testing processes need to occur earlier in the software development lifecycle and be executed more frequently. No longer can quality assurance be pushed downstream, when it’s most costly to fix issues. Instead, organizations should adopt a test-driven development approach, which involves first writing the test code that describes the expected behavior of the implementation, and then running that test. If the test fails, developers make changes to fix the problem. Once the test passes, the code is refactored to remove extraneous code and make it as efficient as possible. Such refactoring is essential because the more code that’s written, the more code that must be maintained over time, thus increasing long-term costs. In a DevOps world of continuous integration and deployment, too much code transforms software from your biggest competitive advantage to your biggest liability.

An important benefit of test-driven development is the fast feedback it provides. Changes can be quickly made and immediately validated so that any functionality previously committed to is not interrupted. This fast feedback acts as an important safety net, keeping the business from wasting precious time and effort on flawed code that will add to its maintenance burden later.

STEP FOUR: BALANCED TEAMS

A balanced team is a self-contained DevOps group that is interconnected with but independent of other groups in the organization. Its members, who rotate among various roles, use their different but complementary skills and perspectives to help each other reach a shared goal. The DevOps group values cross-disciplinary collaboration and iterative delivery, and ensures everybody’s opinion is equally important. With the confluence of opinion, the team is able to best drive the process and product forward.

Six to eight team members is the ideal size, as larger teams tend to make it more difficult to accurately predict delivery times and development costs. They also tend to reduce satisfaction and efficiency due to poor communication. The team should include an anchor, product manager (PM), engineer and designer. The anchor stays closely aligned with the product manager in order to act as the principal engineer and serve as the point of contact for developers working on the product. The product manager’s vital role is understanding what software to build. Fundamental tasks of the PM center on validating the user stories that describe a needed software feature from an end-user perspective, and writing and accepting stories. The PM also determines whether to “pivot or persevere” following the feedback from a minimum viable product (described in Step Six) by assessing whether users want a feature enough for developers to keep working on it, or if they should move on to work on another feature. By keeping the team small and structured, no voice or opinion goes unheard, and no task is too big to tackle.
Weekly retrospective meetings clear the air of miscommunication, and prep the team to resume work more efficiently the following week. They also help generate real action and drive improvements week over week.

**STEP FIVE: FEEDBACK**

A culture of teamwork and a shared sense of empathy among team members are critical components of a DevOps team. When everyone feels a shared responsibility for the code they’re writing and the product they’re building, a bug is just a bug. Errors are not any one person’s fault but everyone’s responsibility. While this is a big change from traditional software development environments, this approach makes it easier and faster to fix bugs.

Building teamwork and trust requires delivering the right kind of feedback in the right way. In addition to eliminating finger-pointing, this requires acknowledging the time pressures and priorities faced by different team members. It’s also important to encourage all team members to report problems and suggest solutions. Research conducted by Google shows that “psychological safety,” where all team members feel free to speak up and take risks, is one of the five characteristics of the most successful teams.

A weekly retrospective meeting helps build such trust and is a critical self-improvement tool for a team. In these meetings, teams should discuss what went well, what was “meh” and what didn’t work. “Positives” might include the fact that team members who usually work remotely were in the office and able to get face time with other team members. A “negative” might be the realization that a new development tool didn’t deliver the hoped-for speed improvements, and the remedial action might be to try another tool in the next week.

Weekly meetings clear the air of miscommunication or misunderstandings, and prep the team to resume work more efficiently the following week. They also help generate real action and drive improvements week over week.
The build-measure-learn process involves building a minimum viable product, measuring its acceptance and use, and enhancing or adapting it as needed. This approach allows developers to build code in relatively small increments (as discussed in Step Two), based on a hypothesis of the customer or user need.

An MVP is a feature that is functional enough to generate customer feedback, with the understanding that it will be tweaked and improved over time based on that feedback. By delivering the first MVP very early in the development and product definition phase, businesses can reduce wasted effort and speed results by identifying which features users don’t care about, and highlighting the ones that are most important.

One rule of thumb: If you haven’t been embarrassed by your first MVP, you’ve probably waited too long to get your initial customer feedback, and have “solved” for more than was needed in the first product iteration. The point isn’t to wait until you have an elegant user interface before getting it in front of users. The important thing is to get just enough to show the user or customer to ensure no time or effort is wasted on something that isn’t needed or desired.

It may also take three or four MVPs, with iterations to each, before the product is ready for full deployment.

When businesses adopt a build-measure-learn approach, they avoid the risk of rushing to market with a “release early and often” approach or spending too much time, money and effort on software that users or customers don’t want.
Idle time can also be reduced by treating any interruption lasting more than 20 minutes as a “context switch,” which frees the developer to engage in an unrelated activity – whether that’s playing ping pong or air guitar or taking another story from the backlog.

**STEP SEVEN: ELIMINATE WASTE**

In addition to the competitive need for speed to market, cost is another reason that businesses need to use their development team’s time wisely. The talent gap is real when it comes to hiring and retaining skilled developers, which has effectively pushed up the cost of development.

This is why developer resources need to be focused only on what helps them meet their daily and weekly goals. One way to minimize developer distractions is to limit required meetings to three per week. The team should begin their day with the daily stand-up, capped at 15 minutes. Here, each team member tells the group what they did the day before, what they will do today and the obstacles, if any, they face, which reveals whether separate, longer meetings are required to resolve issues.

A second meeting is the daily iteration planning meeting, in which the team ensures it understands the stories designed by the PM. It’s also an opportunity for developers to understand their paired goals, and discuss how to mitigate identified roadblocks. The third is the retrospective meeting discussed in Step Five, in which the team reviews issues and plans course corrections. Outside of these three meetings, developers should be protected from any distractions.

Idle time can also be reduced by treating any interruption (such as running a test suite) lasting more than 20 minutes as a “context switch,” which frees the developer to engage in an unrelated activity – whether that’s playing ping pong or air guitar or taking another story from the backlog. By doing so, developers can refresh their energy, as the pace in a DevOps, continuous delivery and integration environment can be exhausting.

Because e-mail takes more time than face-to-face communication, organizations can also try tearing down cubical walls so all team members can easily see and talk to each other.
Making the needed changes in software development processes requires resilience and determination.

GETTING STARTED

Making the needed changes in software development processes requires resilience and determination. Even when organizations take the first steps, it may be tempting to turn back when inevitable roadblocks are encountered. For example, some developers may balk at working in paired teams with someone “looking over their shoulder.” Others may find it difficult to graciously give, or accept, feedback about the quality or speed of their work. Some may resent having to learn new coding methods, development languages or ways of working. Or the fast pace of development, with instant and constant feedback, may be difficult or impossible for some developers to handle.

When (not if) such problems are encountered, businesses can’t afford to give up. Instead, they should work through the challenges the same way that they iterate code: by continuously tweaking, testing, communicating and improving. By doing so, they will ensure that they stay relevant and future-ready as the world around us changes more quickly, and in more ways, than ever before.
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